Improving the software development life cycle in process control using UML/SysML
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Abstract: The transition from approaches based on a directly code creation to model-driven software development poses the modeling as one of the first most important things in the all field of engineering. The main aim of the presented paper is to use the current advantages in the UML extensions and profiles in order to improve the software development life cycle in the field of process control. The proposed approach is based on the combined use of UML profile for system engineering SysML, IEC-61499 standard for development of distributed control systems and modified Harmony SE methodology. The suggested approach is illustrated with a simple example for development of tank level feedback control system. Finally some conclusions are made.
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1. INTRODUCTION

Since the emergence of first computer-based automation and control systems in the early 60's of last century, the development of automation and control constantly follows the progress in information and communication technologies. One of the trends in this direction is associated with the significant growing of the software used in control systems, its volume and complexity, the need to integrate this software into physical systems and to ensure its integrity, security, reliability, interoperability and portability. The response to these new challenges is the so-called Model Driven Engineering (MDE) (Kent, 2002) or its counterpart in the field of architectures - Model Driven Architecture (MDA) (OMG-MDA, 2003). The approaches of MDE and MDA consist in transformation of different platform independent models towards executable applications. The transition from approaches based on a directly code creation to model-driven software development poses the modeling as one of the first most important things in the all field of engineering. The Unified Modelling Language (UML) (OMG-UML, 2010) as a general purpose modelling language and an open standard supports the MDE and MDA. It does not specify a methodology for software or system design but aims to provide an integrated modelling framework, covering structural, functional and behaviour descriptions. The UML notations based on different diagrams focuses multiple aspects of a complex system and complexity need for detailed analysis and design.

In the last years there has been an increasing striving to use UML in control, automation, and industrial enterprise engineering. There are many working groups whose research activities are directed in filling the gap between state of the art in software engineering and state of the practice in the control application domain. They use different approaches and techniques in order to extend the object-oriented software development and especially UML to development of real time systems. A short overview of the existing real-time extensions is presented in part 2 of the paper. Main drawbacks of all these extensions are connected with the difficulties in modelling and analysis of the closed loop systems. In order to overcome these drawbacks, in this work, the UML profile for System Engineering (SysML) is used (OMG-SysML, 2006).

SysML is built as a response to the OMG RFP (Object Management Group Request for Proposal) and intends to support the modelling of a broad range of systems, which may include hardware, software, data, personnel, procedures, and facilities. It is a "standard modelling language for systems engineering to analyse, specify, design, and verify complex systems, intended to enhance systems quality, improve the ability to exchange systems engineering information amongst tools, and help to bridge the semantic gap between systems, software, and other engineering disciplines” (OMG-SysML, 2006).

The main aim of the proposed study is to improve the software development life cycle in the field of process control through MDE approach, combining the use of modified Harmony methodology (Estefan, 2008), IEC-61499 based concepts, reference architecture and models (IEC61499, 2005), and the UML profile for system engineering SysML. Such a way the development process will allow an early defining of requirements to the control system, enabling the verification and validation processes through modelling the closed loop control system and achieving of modular, reusable, open and vendor independent control applications, characterized through the three main features: interoperability, portability and configurability.

The paper is organized in 4 parts. After the introduction, in part 2 the real time extensions of UML are analysed and discussed. In part 3 of the paper, the MDE approach for
improvement of the software development live cycle model in process control is presented. Part 4 presents a simple case study concerning an application of the suggested approach for water level feedback control. Finally some conclusions are drawn and some aspects of the future research are discussed.

2. STATE OF THE ART IN USING UML IN THE FIELD OF CONTROL

The main challenges towards real-time UML are connected with the creation of different mechanisms to handle real-time features such as: models of physical time, timing specifications, timing facilities, modelling and management of physical resources and concurrency. Another important issue is the development or use of means for early verification and validation of the designed systems in respect not only to their functionality, but also in respect to the non-functionality requirements. Further in this part we try to summarize and analyze the research activities and current state of the art in these fields in order to select and apply the most suitable and effective results of them in the software development life cycle model for the field of process control.

2.1. Real Time extensions to UML

There are many different proposals for extending UML to support the design and analysis of real-time systems and they can be joined in 2 main abstract classes, shown in Fig. 1. The first class of real-time (RT) extensions is connected with the combination of standard UML capabilities with those of other real-time frameworks, languages and methods, covering different real time features of the designed systems. One very large subclass of RT extensions of UML is connected with filling the gap from the lack of well-defined formal semantic and ensuring of capabilities for formal verification of designed UML models. In general, these extensions can be separated into two major categories. The first of them is based on defining of the semantic domain and giving a sound semantics to the graphical notations in this domain. Examples of such profiles are TURTLE (Apvrille et al., 2004) and rUML (krUML) (Damm et al., 2002). The plentiful graphical notations however make the semantic domain very complex, and impede the analysis tool support. This obstacle gives an advantage to the more workable approach including a combination of graphical notations and formal specification languages, and exploring the formal reasoning capabilities of formal methods. There is variety of works in the field of software engineering based on well-established traditional formal methods such as VDM, Z, B, and their object-oriented extensions such as VDM++, Z++, Object-Z etc. (Mwaluseke and Bowen, 2001). One of the mostly used combinations in the development of RT applications is that between UML and SDL, which share a number of qualities, like having a graphical notation, good readability and good tool support. They also incorporate object orientation and state machines, which make UML and SDL suitable to work together [Verschaeye, 2001].

Typical representative of the approaches combining UML with other methodologies is the UML-RT profile of IBM Rational Rose (Selic and Rumbaugh, 1998). It is based on some concepts of the ObjecTime ROOM methodology and provides three principal constructs (capsules, ports, and connectors) for modelling the structures of a real-time system using the basic UML 1.4 mechanisms of stereotypes and tagged values. The main shortcomings of UML-RT are in specification of time constrains and timeliness properties because there are not means for it. It is more suitable for modelling the structure and communications between the different elements in the system. Another very promising approach especially applied for development of distributed real-time systems in the control and automation domain is the collaborative use of UML and the reference architecture and models proposed in the new IEC-61499 standard (IEC-61499, 2005). A short overview of the proposals in this field are presented and analyzed in part 2.3 of the paper.

Fig. 1. UML extensions for real time

The second class of extensions follows the idea of Douglas (1998) and Selic (2003) that the behaviour of complex real-time control systems can be fully described by using the standard capabilities of UML and is subdivided into two main classes: the use of the combination of graphical notations and formal specification languages and the use of formal methods. There is variety of works in the field of software engineering based on well-established traditional formal methods such as VDM, Z, B, and their object-oriented extensions such as VDM++, Z++, Object-Z etc. (Mwaluseke and Bowen, 2001). One of the mostly used combinations in the development of RT applications is that between UML and SDL, which share a number of qualities, like having a graphical notation, good readability and good tool support. They also incorporate object orientation and state machines, which make UML and SDL suitable to work together [Verschaeye, 2001].

Typical representative of the approaches combining UML with other methodologies is the UML-RT profile of IBM Rational Rose (Selic and Rumbaugh, 1998). It is based on
with the appearance of the new UML2.3 version (OMG-MARTE, 2006). The UML profile for modelling Quality of Service and fault tolerance characteristics and mechanisms (QoS-profile) adopted by OMG in 2004 supports the implementation of SPT-profile through the definition of a catalogue with different categories of QoS characteristics. Quality models and UML model annotations using QoS requirements (OMG-QoS, 2004).

Extensions to the second subclass are a priority of OMG, but there are other initiatives too as for example the UML+, where new elements are added to the UML meta-model in order to achieve RT capabilities (Bianco et al., 2007). The current work on the evolution of UML standard at OMG aims the integration of the most successfully contributions to the real time issues. UML2.x provides means for architectural modelling inspired from UML-RT (Selic and Rumbaugh, 1998), with structured classes, ports (isolate an object internals from its environment), connectors (which link communicating ports) and protocols (defined, reusable, interaction sequences). It presents some features that support real-time aspects and they may be summarized as follows:

- Modelling of concurrency through introduction of active objects, concurrent composite states and concurrent operations.
- Expressing of timing behaviour of the system through introducing of new diagram (Timing Diagram) and new data types (Time and TimeExpression).
- More open to formalization, including more run time semantics, better semantic definition of the state and activity diagrams.
- Better definition of components and subsystems through new graphical features for the class diagram and new notations for the existing diagrams.
- Improved extension mechanism in respect to the user-defined meta-classes and relations, and profile mechanisms.

The main conclusions to be imposed by the considered and analyzed approaches for real time extensions of UML may be summarized as follows:

- There is a strong interest worldwide on the real-time extensions of UML and their use in different applications domain;
- Current proposals for real-time UML are insufficient and not completely compatible. Most of the proposals provide a good support for parallelism modelling but are poor to express quantitative real-time features (such as deadlines, periods and priorities). There are many proposals based on proprietary solutions, which are not fully compliant with the UML standard.
- Despite the variety of structural and behaviour improvements, UML2x has insufficiently support for development of process control system in respect to expressing hardware-software interdependences and timing models. That is why the using of specialized profiles based on UML2.x is the best solution for these purposes.

### 2.2. SysML

SysML is a general-purpose modelling language for system engineering that reuses a subset of the last UML2.x versions and provides additional extensions through stereotypes, diagram extensions and model library in order to model a wide range of system engineering problems as for example specifying requirements, structure, behaviour, allocations and constraints on system properties to support engineering analysis. The reusable subset of UML, known as UML4SysML includes Interactions, State machines, Use Cases and Profiles. In Fig.2 the set of SysML diagrams in respect to their modelling aspects is summarized. The system structure design is supported by four types of diagrams: Block Definition Diagram (BDD), Internal Block Diagram (IBD) reinforced by Parametric Diagram (ParD), and Packages Diagrams (PacD). The Behaviour Diagrams incorporate four diagrams too, namely: Activity Diagram (AD), Sequence Diagram (SD), State Machine Diagram (SMD), and Use Case Diagram (UCD). The Requirements Diagrams (RD), which can be presented in graphical, tabular or tree structure format, are used to specify different constructs for system requirements and to cover the relationships between them. In SysML, two kinds of requirements are used – functional and performance, as they specify the capabilities or the conditions which must be performed or satisfied by the system.

![Fig.2. SysML Diagrams (OMG-SysML, 2006)](image)

Other modelling capabilities of SysML, not shown in Fig.2 are the cross-cutting constructs, such as allocations for connecting of different views, and Profiles & Model libraries allowing further customizing and extending SysML to specific applications. SysML also includes extensions supporting the causal analysis, the verification and testing processes and the decision tree development.

The advantages of SysML compared with those of UML2.x to the modeling of control systems can be summarized as follows:

- SysML supports the whole development life cycle of control engineering applications from the requirements definition to the software implementation;
- Based on extended activity diagrams, parametric diagrams and flow ports and items, the proposed approach may be applied for continuous and hybrid systems;
- The possibilities to model the physical systems in detail enhance the procedures for analysis, testing and validation of designed closed loop behaviour of the system.

### 2.3. Combined use of UML and IEC-61499 standard

IEC-61499 standard defines the basic concepts, reference architecture and models for development of modular, re-useable and open distributed process measurement and control applications (Lewis, 2001). The main building block in an application according this standard is the function block (FB) and the control system may be modelled as logically
connected function blocks through their input and output data and events. The proposed standard is purely functional and does not exploit the benefit of Object Technology. In order to extend the standardized concept to the whole development life cycle of control application and to use all benefits of object-oriented paradigm some researchers undertake different extensions in UML notations according to the concepts of IEC-61499 standard (Thramboulidis, 2004). These notations may be used as a modelling language to visualize, specify, construct and document the different elements of IEC-61499 based control system. Some researchers offer the control system to be designed in UML environment and then the models can be transformed based on well-defined rules in Function block based models using FBDK. A new model transformation language UML-FB is defined (Dubinin and Vyatkin, 2004). The both methodologies combine UML and IEC-61499 standard using the old UML1.4 version and the IBM Rational Rose tool.

3. SHORT DESCRIPTION OF SUGGESTED APPROACH

The suggested software development life cycle model uses combination of modified Harmony-SE methodology, which is a subset of the large methodology for integrated system and software development process (Estefan, 2008) and the concepts, reference architecture and models of IEC-61499 standard. The task flow development process includes the following basic elements as shown in Fig.3: Requirements Analysis; System functional analysis; Architecture design; Hardware/Software design specification. The proposed model-driven approach is based on SysML structure diagrams using blocks as basic structural elements. The requirements analysis phase starts with the translation of customer requirements into a set of requirements defining what the system must do and how well it must perform. For the purposes of this first stage the SysML requirements diagrams (RD) creating taxonomy of the captured requirements and System Use Cases (SUC) are used. The system functional analysis phase is presented through transformation on the identified functional requirements into coherent system functions. Use Case Diagram (UCD) presents the system functional phase. For each use case the analysis is performed. BDD and IBD are applied to present the composite system structure. Different Black-Box Activity (BB-AD) and Sequence diagrams (BB-SD) are used to capture the high level system functionality. The Architecture design is the third stage in the proposed methodology and includes the design of subsystem structures and behaviour based on White-Box (WB) variants of the diagrams used in the previous stage (WB-UCD, WB-AD, WB-SD). Other important tasks are the ports and interfaces definitions and the description of subsystem state-based behaviour using the SysML statecharts (SCD). In order to model the control subsystems at the architectural design level the concepts, reference architectures and models of IEC-61499 standard are followed. There is a clear correspondence between SysML and IEC-61499 standard. The modelling concepts in both standards share many similarities. For example FB and parts are analogous, IEC-61499 data and event interfaces and ports are similar too. The Execution Control Charts are replaced by statecharts. The different algorithms may be modelled through activity diagrams and allocate to different states of the statecharts. The last stage is the Hardware/Software design specification and is closely connected with the system implementation. All methodology stages include verification and validation tasks, based on the model developed in the previous stages and the defined requirements.

4. CASE STUDY

The application of suggested approach will be illustrated with a simple example of water level control in a tank as shown in Fig.4-1. This application demonstrates the modelling of control system from two different viewpoints – structural and behaviour. The discussed example is divided in two parts – physical system named “TankSubSystem”(Fig.4-3) and control system named “ControlSubSystem” (Fig.4-2). The control system is a feedback controller, which controls the level in the tank according the PID principle.

4.1. Modeling the physical subsystem

One of the big advantages of SysML profile is the possibilities to model physical systems. The physical system consists of a cylindrical tank, filled with water until specified level that is registered with a level sensor and is controlled by changing the input valve position. The static composite structure of the “TankSubSystem” is presented with BDD and shows the physical structure in terms of installed equipment.

![Fig.3. Illustration of the proposed approach](image)

![Fig.4. BDD of the subsystems](image)

In Fig.5 the IBD of “TankSubSystem” is presented, which is composed by different types of equipments such as input valve, output valve, tank and sensor. Each part is defined uniquely through its attributes and operations. The attributes characterizing “Valve_in” and “Valve_out” are respectively
input/output pressure (Pin/Pout), input/output flowrate (Qin/Qout), Cin/Cout for density of liquid and Sin/Sout for coefficient of input/output valve. The connections between parts are modelled as flow ports. In order to present the dynamical behaviour of the plant, the elements of “TankSubSystem” are described with their transfer functions as operations using Parametric diagram.

Fig.5. Static structure of the “TankSubSystem”

Parametric constraints are added to the model in order to support the analysis tasks and to describe the physical systems with equations. In Fig.6 the parametric constraints for the “TanksSubSystem” are presented in Parametric Diagram through the transfer functions for tank, input and output valves. The transfer function describing the tank includes the following parameters – T, Kin and Kout which are presented as attributes. These parameters may be calculated using indicated equations.

Fig.6. Parametric Diagram

4.2. Modelling the control subsystem

The “ControlSubSystem” is modelled according to IEC-61499 standard using 5 different models – system model, device model, resource model, application model and function block model. It is assumed that a simple PID algorithm is used to control the level in the tank. It has a number of parameters that must be tuned to match the process under control. The Internal Block Diagram named “ControlSubSystem” contains three main parts: “PID_Calc”, “Derivative” and “Integral”, which are interconnected via ports as shown in Fig.7-1. “Derivative” and “Integral” parts provide respectively derivative and integration function for inputs of real data. The “PID_Calc” part encapsulates the PID algorithm and calculates new output values which are proportional to a weighted summation of the error, the derivative error and the integral of the error. The parts are uniquely presented through attributes and operations. Their system behaviour is specified with statecharts. During the execution of the PID algorithm, “Derivative”, “PID_Calc” and “Integral” parts change their execution states. The architectural design of “PID_Calc” part is illustrated in Fig.7. It has two execution states namely PRE and POST (Fig.7-2). The first state runs an algorithm to calculate the error between the set point and the process value. When an output event PREO is generated then the trigger execution of the derivative and integral blocks are executed. The POST state is triggered by input event POST and is entered when the external derivative and integral blocks have completed their execution. In UML/SysML the executable algorithms included in states are modelled by activity diagrams. The algorithm of PREO for the “PID_Calc” part is shown in Fig.7-3.

Fig.7. Modelling the “ControlSubSystem”

4.3. Modelling the closed loop control system

The first stage in the design of the closed loop control systems according the proposed approach is the definition of system requirements. Requirements analysis starts with analysis of the process inputs. In SysML profile all requirements are described textually and may be presented graphically. A requirement represents the behaviour, structure, and/or properties that a system, component, or other model element must satisfy. The functional requirements assigned to the control system are presented in Requirements Diagram shown in Fig.8-1 and they are defined as follow: the level set-point is 200 mm, the sampling period is 0.01 seconds and the output flow rate is not controlled. The specific operational aspect of the control system and the interactions between control system and its users are presented through Use Case Diagram, shown in Fig.8-2. The discussed control system may operate in different operation modes such as automatic mode, manual mode, reset, filling, emptying and sense which require different sequences of control actions to be executed and/or initialized. The static
composite structure of the closed loop control system consisting of HMI, “ControlSubSystem”, “TankSubSystem” and communication bus, and their connections are presented with BDD (Fig.8-3). The message exchanges among the system blocks are presented by WB Sequence Diagram (fig.8-4). After sensing of the current level in the Tank, the “ControlSubSystem” read these data, calculate the movement of the valve and manages the actuator (Valve_in). The messages representing the “Valve_in” control are “Move_Pos1”, “Hold” and “Move_Pos2”. They depend on the tank level. In UML/SysML the communication between system’s parts is realized by different type of ports, which are special kind of parts giving access to the internal structures from the outside of a composite object.

CONCLUSIONS

The main benefits of using the proposed approach can be summarized as follow: it provides comprehensive consistency in the syntax and underlying semantics; increases the potential and likelihood of reuse; supports the whole software development life cycle in the field of process control - from the requirements definition to the software implementation. Including the main features of SysML, based on extended activity diagrams, parametric diagrams, flow ports and items to the proposed approach opens the possibilities for modelling of continuous system and support the development in field of process control.

The future research activities are concentrated mainly in two directions. The first one aims to extend the approach to integrate different formal techniques for verification and validation of the developed models at different level of abstraction through meta-model based transformations. The second direction is connected to the last development level of the approach – HW/SW design specification. In order to better support this life cycle stage the MARTE profile of UML is planned to be integrated in to the proposed model for process control system development.
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