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Abstract— Software development for the control of mecha-
tronic systems in industry still suffers from the lack of integra-
tion of the domains involved, the lack of verification tools, and
the fact that the physical structure of mechatronic systems, ir-
regular situations, and service functions are often insufficiently
taken into account. To address these problems, we present a
framework and a set of tools with which a multidisciplinary
product development team can (almost) automatically generate
control software for mechatronic systems.

I. INTRODUCTION

The design of mechatronic systems comprises the follow-

ing domains: mechanics, electronics, (embedded) sys-

tems software, and control. Design approaches for mecha-

tronic systems have traditionally been sequential (see Fig. 1).

The main drawback of this approach is that possible defi-

ciencies in the mechanical design can only be detected after

physical prototyping and that it may be too expensive to

restart the design from the beginning.
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Fig. 1. Traditional sequential design approach for mechatronic systems
(adopted from: National Instruments, http://zone.ni.com).

Besides the high costs, the traditional sequential design

approach usually does not lead to optimal overall behavior,

since the mechatronic system is characterized by an inter-

action of mechanical, electronics, and control behaviors. In

many applications, the role of the controller is considered

as a compensator for the imperfections of the mechanical

construction in the last stage of the design [1]. If the

mechanical structure is chosen well then a good performance

can be achieved with a well designed controller after the

mechanical design is completed. However, often a cheaper
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mechanical construction could be built with the same perfor-

mance if the control design aspects would have been taken

into account from the beginning [1]. Clearly there is a need

for a concurrent engineering approach, where mechanical

and control design parameters are simultaneously optimized

[2], [3]. This can only be achieved by considering the design

aspects of these domains in a concurrent manner.

The methodology we propose in this paper adopts a con-

current design approach where the mechanical, electronics,

and control behaviors are simultaneously optimized, taking

the embedded real-time system design concepts into account

(see Fig. 2). This saves time and money, decreases the risk

of errors in the design phase, and enables the use of new

prototyping techniques. Concurrent design methods require

a high-level framework to integrate all the separate design

domains that have their own design tools and designers

who are usually unaware of the tools and methods of the

other domains. Developing such a high-level integration

framework and integration of each design phase within this

framework are the main challenges of this methodology.
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Fig. 2. Concurrent design approach (adopted from: National Instruments,
http://zone.ni.com).

In the literature, an idea that is similar to our approach

has been proposed in [1]. There, an early conceptual design

phase is introduced, in which the requirements for the overall

mechatronic system are established and clustered by the

system architects for the different design domains. After this

conceptual design phase, the designers try to maximize the

performance of their own domains. However, even if the

requirements for each domain hold perfectly, the require-

ments for the overall system may not hold globally due to

the trade-offs between the design domains. This means that

improving the performance in one design domain may cause

the performance of another design domain to deteriorate.

In our concurrent design framework, we introduce a

multiple-model management system to solve this problem.
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The design starts with functional description of the overall

mechatronic system and multiple design models and the

requirements for each model are generated automatically.

Then the design for each domain goes on in parallel and the

interactions between the design models are supported. While

currently available tools can be used within our framework,

we expect that new prototyping tools will be developed as

well.

This paper is organized as follows. Section II reviews

high-level approaches and tools for a concurrent mechatronic

system design. Section III discusses the available methods

for the integration of the design domains using the bond

graphs and UML (Unified Modeling Language). Section IV

presents our concurrent design framework the multiple-model

management system. Section V reviews the tools and meth-

ods for automatic controller design and code generation.

Section VI concludes the paper with an outline of future

steps that should be taken to obtain an optimal mechatronic

system design method.

II. HIGH-LEVEL APPROACHES: STATE OF THE

ART

The need for high-level approaches for concurrent mecha-

tronic system simulation and design has already been recog-

nized [2], [4]. Although no integrated tools are available to

support the interaction between the design domains, separate

tools have been developed for pairs of domains. Examples

are the integration of mechanical design and control design,

or embedded software design and control design, as detailed

below.

A. Toward a mechatronic compiler

Building a “mechatronic compiler” has been proposed

in [2] to translate high-level specifications automatically

into a mechatronic system where mechanical design and

control design are optimized together. To illustrate the idea,

design of a controller for a 3-axis machine configuration has

been considered. The configurations are stored as classes

in a library and controllers for this class of systems can

be designed simultaneously in the same environment. A

model of the machine is constructed by choosing the best

mechanical configuration by means of a genetic algorithm,

given high-level specifications like maximal static stiffness,

high dynamic stiffness, maximal working space, etc. A robust

H∞ controller is applied in order to handle uncertainties

arising among others from the fact that a family of machine

configurations is considered. In this way, the mechanical de-

sign and the controller design are optimized simultaneously.

B. Embedded control systems

Relatively more effort has been put into the integration

of embedded systems design and control design. It is well

known that the performance of the control algorithm vitally

depends on the respective real-time implementation and the

computer hardware platform. The interplay between control

design and embedded real-time system design has been

addressed, e.g., in [5] and [6]. Tools that help take the timing

effects (i.e. delay and jitter) into account in control design for

the concurrent embedded control systems design have been

reviewed and compared in [6]. They include mainly AIDA

and XILO [7] of the Royal Institute of Technology, Swe-

den; Jitterbug and TrueTime of Lund University, Sweden;

ORCCAD of INRIA, France; Ptolemy II of the University

of Berkeley, California; TargetLink [8] by dSPACE, and

Torsche [9] of the Czech Technical University, Prague.

However, as pointed out in [10], these tools are special-

ized on a single domain instead of supporting co-design to

generate an embedded control algorithm taking into account

the aspects of control design together with communication

aspects. In addition, the theory and methods focus mainly on

analysis rather than on design and synthesis.

In the following section we discuss the use of bond-

graph modeling and UML to integrate the design domains

of mechatronics. Afterwards, in Section IV our concurrent

design framework called the multiple-model management

system is presented.

III. INTEGRATION OF THE DESIGN DOMAINS OF

MECHATRONICS: STATE OF THE ART

Optimizing the mechatronic system design requires an

early stage design phase. A sufficiently sophisticated con-

troller should work well for the initial conceptual design

of a mechatronic system. Similarly, a reduced-order model

of the physical structure can also be used initially to tune

the controller. However, using a simplified model may cause

the transfer functions or the state-space descriptions of the

mechanical system to lose the relation with the physical

parameters [1]. Therefore a new framework and/or new tools

are required to keep the links to the dominant physical

parameters (i.e. mass and stiffness) in the model and let the

other design domains’ tools access these parameters through

these links, i.e., the control design parameters can be tuned

as well as the mechanical system parameters in the same

environment.

The literature indicates the importance of the bond-graph

modeling for concurrent multidisciplinary systems design.

Bond graphs are exploited to form a common design en-

vironment using the components of both mechanical and

electronic design domains for physical modeling of the

mechatronic systems [1], [11]–[13]. At the same time, UML,

the object-oriented modeling language has attracted consid-

erable attention for the integration in the software domain,

utilizing the code reusability and modularity [4], [13]–[16].

The use of bond graphs and UML for an integrated

mechatronic system design are discussed in the following

sections.

A. Bond graphs

Bond graphs provide a way to represent typical com-

ponents of mechatronics from electromechanical, electro-

hydraulic, thermo-fluid, and electronic control system do-

mains in a unified modeling environment [11], [17]. Energy

is the common ground that connects the physical laws for

different domains. Bond graphs are used to analyze the
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flow of energy through the interconnections (ports) of the

components from different domains as the product of a flow

variable (i.e. velocity or current) and an effort variable (i.e.

force or voltage).

While the flow of energy is useful for combining the

components of mechanical and electronic design domains,

one may argue that a general control system is more con-

veniently designed using the flow of information. To bridge

the bond-graph models of electromechanical systems with

the control domain, a tool called CAMP-G [11], 20-sim [1],

and Dymola with Modelica language [18] can be used. These

tools can generate state-space models corresponding to the

physical (bond-graph) model of the plant and then export

them into Matlab/Simulink or Scilab/Scicos [19]. Even the

non-linear Modelica models can be used directly in Simulink.

In addition, one does not necessarily need to know bond-

graph modeling to benefit its advantages by using the iconic

diagrams of 20-sim1 [1].

The next section explores the use of UML to integrate the

multiple views of mechatronics at the highest meta-modeling

level.

B. The use of UML for mechatronic systems

UML is the most widely used object-oriented visual

modeling language for software specification, analysis, and

design [20]. Despite the debates on the use of UML for

real-time software design [21], there is a clear trend to use

UML for creating abstract meta-models that are platform-

independent and that, later on, can be mapped into any

platform-specific application by a model compiler [13]. The

aim of all the efforts in this area is to build a common

description language so that the designers from different

disciplines can understand the global behavior of the whole

system. Moreover, UML is an object-oriented modeling

language that keeps the reusability and the modularity at the

top level.

UML allows the model-specific design by means of stereo-

types derived from the basic UML meta-model elements.

A consistent set of stereotypes is called a profile. UML-

RT (here RT stands for Real-Time) profile adds five new

stereotypes to UML: capsules, ports, connectors, protocols,

and protocol roles. These additional stereotypes help to make

UML suitable for modeling complex real-time systems [14],

[22].

A unified language to obtain a complete description of an

automated system, suitable for its simulation, documentation,

and validation has been presented in [13]. It integrates the

specifications for the design of the automated system, in-

cluding the dynamics of the physical plant, the discrete-event

behavior of distributed control software, and the specification

of interface ports between the plant and the controller.

Exploiting bond graphs and their mathematical formalization

as port-Hamiltonian systems, it has been shown that any

physical system can be described within the UML-RT profile.

1http://www.20sim.com/

To illustrate the potential benefits of using UML for the

integrated design of control systems further, two related

projects are highlighted below.

C. Projects that use UML for the integration and control

code generation

There are two projects related to the research on the

development of the integrated design notation (IDN) which

is proposed to integrate process engineering, software en-

gineering, and control engineering: (1) the PiCSI (Process

Control Systems Integration) Project [23], [24] and (2) the

FLEXICON (Flexible Control Systems Development and

Integration Environment for Distributed Control) Project

[25].

Both projects aim to achieve the integration and co-

simulation of continuous control and sequential control.

Continuous control and sequential control are applied to

control the continuous dynamics and the discrete dynamics

of the hybrid system respectively. For the continuous con-

trol they use Simulink, and for the sequential control they

use SFC (Sequential Function Chart) which is a graphical

language for PLCs covered in the IEC 61131-3 standard

by the International Electrotechnical Commission. UML is

chosen as the core of the integrating development environ-

ment. The models designed by using different design tools

like Simulink, Stateflow, and SFC are translated into UML

diagrams for the integration. Translating UML diagrams into

hardware independent Java code concludes the integration

and code generation approach.

IV. PROPOSED FRAMEWORK: MULTIPLE-MODEL

MANAGEMENT SYSTEM

The framework we propose will be described now in more

detail, which has formerly been introduced in [26] and [27].

In our framework, the design starts with a functional and

behavioral description of the plant and the requirements for

the overall performance of the mechatronic system. This

description is in a language that is close to human perception

and serves as the input to the integrated design framework

(see Fig. 3). The functional description is translated into

qualitative behaviors for the mechanical, electronic, and con-

trol design domains. As control design relies on quantitative

models and specifications, the qualitative models and the

requirements, obtained from the functional description, must

be converted into an appropriate form, such as a Simulink

block diagram and specifications in terms of, e.g., overshoot

and rise time. The next step is to decide which control

method to use to satisfy these design requirements.

Note that our aim is not to develop a mechatronic system

design tool that enables the design of the whole mechatronic

system with all the components from multiple domains, but

to design the controller automatically based on multiple

models in a unified framework that integrates a set of tools

from multiple domains. The former aim seems an unrealistic

approach for two reasons: (1) the design of the whole

system is often too big and complex to fit into one single

environment, (2) the tools are usually designed for specific
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Fig. 3. Multiple-model management system.

domains and the designers have been educated to work with

these tools.

Matlab serves a good basis for the design of controllers

integrating many toolboxes and Simulink as a user friendly

block-oriented design and simulation environment. Matlab

also provides other tools viz. SimMechanics and SimElec-

tronics to model the mechanical and electronic parts of

the system; however, simulating the controller together with

the mechanical and electronic models in closed loop is

not necessarily convenient. Although Matlab/Simulink fits

best for the control design, Dymola with the open source

object-oriented language Modelica that can also use the bond

graphs modeling framework may be an alternative choice for

the design, modeling, and simulation of electromechanical

systems [18].

Therefore, our approach keeps all the different design

models as they are and enables the designers of different

models to oversee the whole design such that the designers

have more access to other domain models while working

on their own specific design with the help of the qualitative

behaviors generated within the framework. The controller

is designed having all the qualitative behavior information

of the whole system and the most up-to-date quantitative

model of the (electro)mechanical plant. In parallel to the

controller design (control code generation), the plant model

is generated from the (electro)mechanical embodiment de-

sign domain which uses the recent quantitative model of the

controller for the electromechanical system design.

The designed controller is verified using the dynamics of

the latest physical model in the closed loop. Simultaneously,

the physical model is verified using the dynamics of the

controller in the closed loop. [27] can be referred to for

further details about the plant model generation and the

verification parts of the proposed approach. After the verifi-

cation is accomplished by means of iterative simulations, the

control software is generated by the available code generation

mechanisms like the Matlab/Simulink/Real-Time Workshop.

Finally the generated control code is validated on the real

system (or its prototype). In summary, our framework enables

the automatic generation of control code from functional

descriptions of a mechatronic system supporting the co-

design of control, mechanical, and electronic design domains

[26], [27].

The next section elaborates further the control design and

the generation of the control code automatically from the

qualitative behaviors and the requirements obtained from the

functional descriptions of the whole mechatronic system.

V. AUTOMATIC CONTROLLER DESIGN FROM

REQUIREMENTS

This section starts with brief exposition about the com-

puter aided control system design (CACSD) tools with

code generation capabilities for real-time implementation and

goes on with a survey of the attempts taken to develop a

standard methodology for control system design from the

requirements in a top down approach.

A. CACSD software tools for control code generation

Although there have been many CACSD tools devel-

oped for the design and simulation of some specific areas

of control systems, only a few CACSD software pack-

ages like FBCad [28], 20-sim (by Technical University of

Twente), Mathematica, Matlab, and Scilab are commonly

used. Some of these tools are reviewed below starting with

Matlab/Simulink which is the dominating CACSD software

in the control engineering area [23], [29], [30].

1) Matlab/Simulink: The studies on Rapid Controller Pro-

totyping (RCP) with Matlab/Simulink go back to 90s in the

effort to fill the gap between the two essential phases of

control engineering: (1) control systems analysis and sim-

ulation, (2) real-time implementation of control algorithms.

Real-time extensions of MS-DOS have been considered to

provide low-cost solutions using PCs with open-architecture

standard hardware followed by a rapid controller prototyping

toolbox for Windows 95/98/NT, which automatically gen-

erates real-time code from a Simulink model using Real

Time Workshop (RTW) [29]. By the development of code

generation mechanisms and Simulink modules to embed

Matlab/Simulink models into microcontrollers [30], Matlab

has become the dominating tool for the control system design

and implementation.

2) RTAI – Real-Time Application Interface: Mat-

lab/Simulink/RTW is integrated with the Linux Real-Time

Application Interface (RTAI) by a tool called RTAI-Lab
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which also supports the open source CACSD Scilab/Scicos2.

RTAI-Lab is an alternative to the Simulink external mode,

but with reliable hard real-time support on the Linux RTAI

distribution. It is also possible to use distributed control with

the Linux RTAI-Lab GUI, which facilitates a hard real-time

network communication [31].

3) FBCad – Functional Block Computer-aided design:

FBCad is a prototype CACSD tool for designing and analyz-

ing reusable high-level control software components and for

generating run-time code for distributed control systems [28].

FBCad can generate the C++ source code automatically for

the simulation of robot control systems with 3-D graphical

animations. FBCad uses function blocks (FBs) that are

already defined in the IEC 61499 standard. FBs are discussed

further in Section V-B.

4) R2D2C – Requirements 2 Design 2 Code: Initial steps

have been taken for designing a system from requirements

which is called “Requirements-Based Programming (RBP)”

for software development [32]. There is still a large gap

in going from requirements to design, but “RBP seeks to

eliminate this gap by ensuring that the ultimate application

can be fully traced back to the actual requirements of the

system” [33].

After this brief review on the tools that can generate

the control code from the control system models and on

the first steps toward fully functional requirements based

programming (RBP), in the following section, the idea of

designing the controller systematically or automatically from

the system requirements is discussed.

B. CDM – Control Development Methodology

The first question that one might ask when developing a

control code generation software is: Is there a structured way

of designing controllers?

The European Space Agency has already defined a basic

control development methodology (CDM) for space applica-

tions. Additional features to the CDM have been investigated

[34]. Moreover, some principles leading to structured and

formal design methods for the development of distributed

control systems for robotic applications have been addressed

[28], [34].

The main purpose of such a structured control design

methodology for robotic applications is to enhance the

reusability of the previous projects by dividing the whole

design problem, in a structured, hierarchical way, into smaller

tasks and functions that are easily understood and that can

be reused. So, the gap between the functional design and the

final implementation is filled in five steps by the CDM [28].

The first step of the CDM defines the design problem

clearly. The second step divides the design problem into

simpler control tasks (and further subtasks) such that each

task can be realized by a control algorithm. Formal repre-

sentation of these control tasks have been defined by the

industrial standard IEC-61499 as the fundamental functional

block (FB). An FB represents a functional unit of the

2www.scilab.org

software associated to a control task. Connecting instances

of FBs in a proper way, it is possible to create a complex

control application. The execution control chart (ECC) of

the FB model determines the execution order of the control

algorithms as a supervisory control system. This allows the

design of hybrid systems where continuous dynamics are

combined with discrete event systems. The last three steps

define the implementation, integration, and verification of the

control software and hardware for the whole mechatronic

system [28].

VI. CONCLUSIONS, OPEN ISSUES AND

CHALLENGES

A. Conclusions

Optimizing the mechatronic system design requires the

concurrency of the constitutive design domains: mechanical

design, electronic design, control design, and embedded

systems design. Currently, each of these domains uses dif-

ferent tools and the designers of each domain are usually

not familiar with the tools and methods used in the other

domains. Easier interactions between the domains will thus

lead to a more efficient and higher quality mechatronic

system design.

We have discussed high-level approaches like bond graphs

and UML for the integration of the design domains. Based on

the flow of energy, bond-graph modeling integrates the me-

chanical and electronic design domains. Being an extendable

object-oriented meta-modeling language, UML offers more

flexibility for the integration of the software design domain

in addition to its potential for integrating the bond-graph

models.

A new integration framework called the multiple-model

management system has been proposed such that multiple

models for the domains of mechatronics are automatically

generated from the functional description of the system.

Developing such a high-level integration framework and

integrating the design domains within this framework are the

main challenges of this methodology. Finally, several com-

puter aided control system design tools and the first attempts

for a structured control system design methodology have

been reviewed. A high-level design example that illustrates

our integration framework will be presented in our future

work.

B. Open issues and challenges

Toward the development of a framework for an optimal

integrated mechatronic system design, there are still open

issues and challenges the most important of which will now

be outlined briefly.

The controller of the mechatronic system must handle the

sequential control represented by discrete event systems as

well as the control of continuous systems. To this end, mod-

eling and control of hybrid systems and the respective real-

time implementation must be investigated further to come

up with a structured method for the design of mechatronic

control systems.
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New methodology and tools must be developed to generate

qualitative behaviors and models for each design domain of

mechatronics from the functional model. The requirements

for designing the controller need to be generated from the

functional model in a similar way. New tools can be devel-

oped or the current tools can be investigated to exchange the

dominant parameters of the models which may influence the

integrated design.

Finally, a “control compiler” should be designed such

that controller is constructed automatically from several

library components according to the plant model and the

requirements. This will lead to the design of a common

environment for the integration of the design domains of

mechatronics and for the automatic generation of control

code.
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