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Abstract—This paper presents a tool integration approach for supporting the development cycle of industrial distributed control applications. The core of the approach is a formal model of the application that expresses separately the functionality of the control system from the implementation issues. The modeling language selected is XML (eXtensible Markup Language) and the framework proposed makes use of XML technologies for achieving the integration of the tools involved within the development cycle. Following this approach, a set of tools from different domain of expertise (control engineering, software engineering, configuration, maintenance...) have been integrated into a framework. The toolset has been used for designing and validating the distributed control system of a heat treatment line.

I. INTRODUCTION

NOWADAYS, most of the industrial sectors use distributed Industrial Process Measurement and Control Systems (IPMCS) to achieve the control of their productive systems. Integration, reuse, flexibility and optimization are highly demanded in these types of applications in order to adapt to a rapidly changing and competitive market.

The technological advances in the last years in both hardware equipment (e.g. programmable robots, PLCs, Open PLCs, intelligent embedded controllers, smart sensors and actuators, communication networks, ...) and software tools (for modeling, control system design and simulation, code generation, configuration, etc) allow production improvement, process optimization, time and cost reduction.

On the other hand, there is strong movement towards the definition of standards to achieve both standardized and open systems. In this sense, application of standards has also a great force in the fast growth of the control and instrumentation of industrial processes. In this sense, the International Electrotechnical Commission (IEC) has published several standards promoting interchangeable and open systems. With respect to the software production, the IEC 61131-3 standard [1] defines a software model and programming languages for IPMCS. Besides that, and corresponding to the industrial networks, the IEC 61158 defines a set of communication protocols for process automation applications. Among them, three of the most used are: PROFIBUS, Foundation Fieldbus and CAN.

The current market offers well-known software packages that can be used during certain phases of the design of this type of applications. Usually, they make use of graphical techniques based on different mechanisms that assist the designer to build a model of the system. In the control engineering domain, for instance, the system is represented by a set of transfer functions that represent the individual components of the overall system. In discrete event-driven systems, the model represents the different states that the discrete system can reach, the events that provoke transitions between states and the actions that must be carried out in response to certain events. During the software design phase, it is possible to use commercial Computer Aided System Engineering (CASE) tools, based on well-known software development methodologies. During the coding phase, each PLC manufacturer offers a programming environment where the user can define the software of the application as well as specify the hardware of the implementation. Therefore, depending on the design phase, there are graphical tools that allow a model of the system to be obtained. The common tendency of such tools is to offer the user a graphical editor in order to build the system model from a set of simple blocks that can be connected. Besides the graphical specification, most of the tools offer the option of simulating the system behavior from the model.

There is a growing requirement that all these software tools supporting the different phases of the development process (design, configuration, management) can be integrated. Thus, a consolidation of modeling methodologies for achieving this goal is needed.

However, as far as the authors know, there is the lack of a commercial environment that integrates automatically all design phases, from specification to code generation of application.

Some software vendors are adopting a tool integration approach, following the demand from final developers of IPMCS applications. The current market offers well-known multi-disciplinary Commercial-Off-The-Shelf (COTS) tools that can be used along the application development cycle. There are some software packages for system analysis and simulation that allow some exchange of information between the tools that cover the design phase. For instance, Extessy [2] integrates the Matlab modeling and simulation tool [3] with ARTiSAN Rts UML tool [4]. HyPneu [5] integrates hydraulic and pneumatic models to Simulink applications; CosiMate [6] integrates Mechatronics and Simulink. Tool integration has also been investigated in the automotive sector integrating ADAMS and Xmath tools [7]. In all cases, integration is achieved for proprietary tools and they collaborate within a closed environment, covering a certain
During this phase different types of tools are used. During the system design phase, the high level hierarchical design is modeled. This corresponds to the functional description of the control system that is independent from the implementation issues. This functional model can be implemented in different hardware architectures and with different software architectures that are defined during the detailed design. For IPMCS, the software architecture follows the software model defined by the IEC 61131-3 standard.

Coding Phase. In this phase, the source code of the programs within the resources of each configuration is programmed. To do it any of the five programming languages provided by the IEC 61131-3 standard can be used. The last part of the coding phase is to generate the automation project for the PLC programming tool.

Testing Phase. Usually, the detailed design of the previous phase is developed incrementally by coding parts of the application, performing unitary integration and validation tests (to assure that the functional and non-functional requirements are met). Thus, coding and testing phases are used iteratively for achieving control system validation.

Maintenance Phase. Complex software systems are in continuous evolution. Thus, they should be maintained and extended according to the client necessities.

III. A TOOL INTEGRATION FRAMEWORK

As it has been highlighted in the previous section, a set of COTS tools and / or proprietary tools are used within each phase of the application development cycle. Usually this set of tools are heterogeneous with respect to the domain of expertise they belong to (control engineering, modeling, simulation, code generation, configuration, etc.), as well as
with respect to the hardware and software platform in which they execute.

This work proposes a tool integration framework that is based on a formal modeling of the overall distributed control system [12] and provides the necessary mechanisms to integrate tools on it. Thus, the framework not only achieves tool integration but also tool collaboration. The modeling language is XML and the use of these technologies allows integrating tools that generate / consume information, assuring the model coherency and consistency after any change.

A. Formal Modeling based on XML Modeling Language

The model is divided in two complementary parts: a modular and hierarchical specification of the control system (functional specification), and the implementation issues (architecture), that are expressed as a model of the hardware components and the software architecture for each of the processing elements. Within this application field, the control system is usually implemented in PLCs or Open PLCs. Thus, the software architecture follows the software model proposed by the IEC 61131-3 standard [17]. The model is completed with the relationship between the different parts, as the components of the functional specification are mapped to specific processing elements (hardware components) and each processing element has specific software architecture.

Fig. 1 illustrates the grammar defined expressed as a XML schema (in order to make it more readable, WSDL design view offered by XMLSPY™ tool is used). An application model is composed by three elements: the functionality, the implementation (hardware and software architectures) and the relationship between them.

The Functionality XML element defines how to model the hierarchical specification of the control system, independent from the technologies used for its implementation. It defines a generic hierarchical specification based on components and connections.

The software architecture (Software element) models separately the user defined types (POUs or derived data types) from the application software model (following the IEC 61131-3 standard).

Fig. 2 illustrates the associated XML schema.

Usually these types of applications are implemented using specific control equipment. Most of the installed applications use proprietary controllers, and thus, the characteristics and configuration of the hardware equipment is manufacturer-dependent. When distribution is necessary, the control system is extended with network segments and IO nodes. In this sense, the hardware architecture of the control systems is usually constituted by the same conceptual items but the programming, configuration and operation may differ depending on the supplier. Thus the hardware architecture (Hardware) is modeled using sets of pre-defined HW templates for controller nodes, I/O nodes and network segments as Fig. 3 illustrates.

For instance a ProcessingNode S7300 from Siemens manufacturer is illustrated in Fig. 4.

Finally, Fig. 5 illustrates an example of an IPMCS application that follows the proposed grammar (in order to
make it more readable, Enhanced Grid view offered by XMLSpy™ tool is used). This XML instance contains the three parts of an application model commented above.
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**Fig. 5. IPMCS application example**

**B. Integration of a Tool within the Framework**

This sub-section details the mechanisms that allow integrating a tool into the framework. Generally speaking, the tools generate / consume part of the model information and probably, expressed in different form. In this sense, the proposed framework must provide mechanisms that allow filtering, processing and adapting information from the tool to the model and vice versa.

First of all, it is necessary to do an exhaustive study of the tool Application Program Interface (API) as well as the type and format of the information the tool generates / consumes.

Depending on the level of processing and transformation needed, there are different XML technologies that can be used for implementing the tool integration. The XML stylesheet technology can be used to filter and transform the information between two different grammars, i.e. they allow transforming a XML document following a formal grammar into a XML document following other. This can be used when the tool API is XML-based. On the other hand, if the tool API is not based on XML, the Simple API for XML (SAX) [18] or Document Object Model (DOM) [19] should be used. They are very useful for getting information from a XML file and setting it to the tool by means of its API or for getting information from the tool and setting it into a XML file. In this form, although the tool API is not based on XML technologies, this tool can be integrated in the proposed framework. Note that it is also possible to use the combination of both technologies (stylesheets and SAX/DOM) in order to make easy the maintenance of the COTS tool version.

In order to illustrate this filtering and adaptation process, let us detail how to integrate the Siemens “Administrator Simatic” PLC programming tool, that does not follow the software model of the IEC 61131-3 standard. Thus, it is necessary to transform the standard software model to the proprietary software model. This can be achieved in two steps:

- Defining a XML schema for the proprietary software model (see Fig. 6).

On the other hand, as this tool does not offer and XML-based API, it is also necessary to develop an application that:

- Takes the proprietary architecture from the XML file, making use of DOM or SAX technology.
- Generates the proprietary architecture from the XML file, making use of DOM or SAX technology.
- Generates the proprietary architecture from the XML file, making use of DOM or SAX technology.

Fig. 7 illustrates the necessary steps to integrate Administrator Simatic.
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**Fig. 6. Simatic formal grammar**
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**Fig. 7. Simatic automation project generation**

The steps commented above should be followed to integrate any other tool in a framework.
IV. A FRAMEWORK FOR IPMCS

In this section the framework for IPMCs developed within the European project FLEXICON IST-2001-37269 is described. The general goal of the project is to develop methodologies that enable Commercial Off-The-Shelf (COTS) tools integration for the design and deployment of Distributed Control Systems (DCS) with high degree of flexibility, dependability and re-usability. This project specifically addresses the development of the capability to produce open, high performance, dependable, distributed fault tolerant systems in reduced timescales and at lower cost.

Within the toolset, the different phases of the development cycle are addressed using the appropriate tools. Fig. 8 illustrates the different tools involved during the application development cycle. In particular, the toolset integrates a set of COTS tools: ARTiSAN RtS UML tool as the modeling tool, and ISaGRAF Enhanced / SIMATIC as the PLC programming tool. On the other hand, tools specifically developed for the final user company are also integrated, such as a Through-Life Cost Model (TLCM) tool and a Reliability Model (RM) that are used to select the HW components. The toolset also integrates a co-simulation framework developed within the project [20] that closes the loop between the process model in Simulink and the control system model in ISaGRAF/Simatic Administrator.

As commented above, during the first phase, the functional and non-functional requirements are identified.

During the Analysis phase different type of analysis and simulations are performed, using the appropriate engineering tools. In this toolset, three main tools have been used: the Matlab-Simulink environment to model the process dynamic and perform simulations, the PLC programming tools (ISA GRAF Enhanced and Simatic Administrator) for programming basic control functions and the Through-Life Cost Modeling (TLCM) and Reliability Modeling (RM) Tools to select the most adequate HW architecture.

In summary, the significant process variables are identified (controlled, manipulated, disturbances), process models are obtained and control strategies are decided in order to meet the functional requirements. The selection of the needed instrumentation is also decided as well as the need of networks depending on the number of I/O signals and the physical distribution of the process. Thus, from this phase, a high level design of the control system emerges, as well as, the needs of distribution.

Fig. 8. The FLEXICON toolset for IPMCS

During the system design phase, ARTiSAN RtS UML tool is used. In order to guide non-expert UML users in the definition of the system views (functionality, hardware and software architectures and mappings between them), three UML profiles have been defined that group a set of stereotypes and tagged values that allow defining the components and connections of each part [21]. This phase provides a coherent and consistent model, developed using XML technologies [12].

During the Coding Phase, the source code of the programs within the resources of each configuration is automatically generated. This source code is generated in Structured Text (ST) language, as defined by the IEC 61131-3 standard. The last part of this phase is to automatically generate the automation project for the PLC programming tool, following the software architecture modeled (section 2B describes the necessary steps).

Usually, the detailed design of the previous phase is developed incrementally by coding parts of the application, performing unitary integration and validation tests. Thus, coding and testing phases are used iteratively for achieving control system validation. To do this, the toolset offers a co-simulation framework [20] that synchronizes the co-simulation between the model of the process and the control system, closing the loop between them. This is illustrated in Fig. 9.

Fig. 9. Coding and testing phases

The co-simulation application also allows injecting process faults for validating the control system under different process operations.
The co-simulation framework gets the information from the Application.xml file related to the cyclic and timed resources as well as the information exchanged between the process model and the control system. This information is needed in order to compute the time instants in which the data exchange should be performed.

During the testing phase, it is also possible to test the involved hardware (inputs and outputs nodes, bus segments, PLCs and/or other controllers, etc) using co-simulation with Hardware In the Loop (HIL), as illustrated in Fig. 10.

![Fig. 10. Coding and Testing: co-simulation with HIL](image)

The co-simulation with HIL allows not only to check the hardware selected for implementing the control system, but also to inject process faults. In this framework, the toolbox Real Time Workshop™ [22] has been used for generating the real-time code of the process model under VxWorks operating system.

V. CONCLUSION

Integration and collaboration of the software tools involved during the development cycle of distributed industrial control systems is a key issue in the design of industrial applications. Usually the tools are heterogeneous not only with respect to the domain of expertise they belong to but with respect to the hardware and software platform in which they execute. Thus, the major problem to make them collaborate is to adapt the information about the system from the semantic and format of one tool to the other. This paper proposes a tool integration and collaboration framework based on a formal model that contains separate views of the application: functionality, hardware architecture and software architecture. The framework provides the necessary mechanisms for both adapting the information generated by a tool the application model and extracting information from the model and adapting it to the tool semantics. XML technologies have been proved to be very powerful to achieve these goals. XML schemas and Schematron rules are used to formally describe the model of the distributed system and to perform model consistence and data coherence analysis. XML stylesheets are used for filtering, processing and adapting information between the application model and tools. Thus, making use of these technologies, the framework can be customized to integrate a particular set of tools. A toolset for IPMCS has been developed and it has been validated in industrial application.
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